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I. INTRODUCTION

Open-WBO [1] is an open source MaxSAT solver that
supports several MaxSAT algorithms [2], [3], [4], [5], [6], [7],
[8] and SAT solvers [9], [10], [11]. Open-WBO is particularly
efficient for unweighted MaxSAT and has been one of the
best solvers in the MaxSAT Evaluations from 2014 to 2017.
Three versions of Open-WBO were submitted to the MaxSAT
Evaluation 2019: open-wbo-g, open-wbo-ms and open-
wbo-ms-pre. The remainder of this document describes the
differences between these versions.

II. SAT SOLVERS

OPEN-WBO is based on the data structures of MIN-
ISAT 2.2 [9], [12]. Therefore, solvers based on MINISAT 2.2
can be used as a potential back-end solvers. For the MaxSAT
Evaluation 2019, we use GLUCOSE 4.1 4.1 [10], [13], [14]
as the back-end SAT solver of the open-wbo-g version and
MERGESAT [11] as the back-end SAT solver of the versions
open-wbo-ms and open-wbo-ms-pre.

MERGESAT is a new CDCL solver developed by Norbert
Manthey and it is based on the SAT competition winner of
2018, MAPLELCMDISTCHRONOBT [15], and adds several
known techniques. For restarts, only partial backtracking is
used, learned clause minimization is implemented more ef-
ficiently, and also applies simplification again in case the
first swipe resulted in a simplification. Finally, the time-
based decision heuristic switch is made deterministic by using
solving steps. To support being used inside MaxSAT solvers,
the incremental search feature had to been enabled again.

III. MAXSAT ALGORITHMS

In this section we briefly describe the algorithms used for
the complete and incomplete tracks at the MSE2019.

A. Complete Track

For the complete track, OPEN-WBO uses a variant of
the unsatisfiability-based algorithm MSU3 [3] and the OLL
algorithm [7]. These algorithms work by iteratively refining
a lower bound λ on the number of unsatisfied soft clauses
until an optimum solution is found. Both MSU3 and OLL use
the Totalizer encoding for incremental MaxSAT solving [4].
For unweighted MaxSAT, we extended the incremental MSU3
algorithm [4] with resolution-based partitioning techniques [8].
We represent a MaxSAT formula using a resolution-based
graph representation and iteratively join partitions by using
a proximity measure extracted from the graph representation

of the formula. The algorithm ends when only one partition
remains and the optimal solution is found. Since the parti-
tioning of some MaxSAT formulas may be unfeasible or not
significant, we heuristically choose to run either MSU3 with
partitions or the OLL algorithm. In particular, we do not use
partition-based techniques when one of the following criteria
is met: (i) the formula is too large (> 1,000,000 clauses), (ii)
the ratio between the number of partitions and soft clauses is
too high (> 0.8), (iii) the sparsity of the graph is too small (<
0.04), or (iv) there exist some at-most-one relations between
soft clauses (> 10), i.e. if one soft clause is satisfied it implies
that some other soft clauses will be unsatisfied.

For weighted MaxSAT, we use a variant of the OLL
algorithm [7] without optimizations. Potential avenues for
improvements involve reusing the soft cardinality via as-
sumptions instead of cloning them [16], extending the OLL
algorithm to use lexicographic optimization [17], and perform
core minimization.

B. Incomplete Track

For the unweighted incomplete track, OPEN-WBO uses an
incremental variant of the MSU4 algorithm [18], [19] with
the incremental Totalizer encoding [4]. This is a complete
MaxSAT algorithm that performs a linear search SAT-UNSAT
but lazily expands the soft clauses that can be relaxed, i.e.
unsatisfied. This approach is particularly effective for bench-
marks with thousands of soft clauses [19].

For the weighted complete track, OPEN-WBO uses a vari-
ant of the lexicographical optimization algorithm [17] that
does not guarantee optimality [20], [21]. This algorithm con-
siders n objective functions where n is the number of distinct
weights in the MaxSAT formula. This is done by performing a
sequence of calls to a SAT solver and refining an upper bound
µ on the number of unsatisfied soft clauses. To restrict µ at
each iteration, we need to encode cardinality constraints into
CNF, for which, incremental Totalizer encoding [4] has been
used. Once for a given objective function the upper bound µ
cannot be improved, it is frozen, and the next objective func-
tion in the order is optimized. If an optimal solution is found
when using this algorithm, then it is not necessarily an optimal
solution of the input formula. Once this happens, we change
to a complete algorithm based on linear search SAT-UNSAT
that uses the Adder [22] or Generalized Totalizer encoding
(GTE) [23] to encode pseudo-Boolean constraints. In order to
maintain the lexicographic structure as long as possible, we



only relax the previous lexicographical restrictions if they are
the reason for unsatisfiability.

IV. PREPROCESSING

We integrated the MaxSAT preprocessor MaxPre [24] with
Open-WBO via MaxPre API into the version open-wbo-ms-
pre. To avoid spending too much time in preprocessing, we
limit the number of tries for each preprocessing technique
with the flag -skiptechnique=100 and the time limit
taken by the preprocessor to 10% of the total time (or 180
seconds if smaller). MaxPre can simplify the formula using
a variety of techniques, such as, blocked clause elimination,
unit propagation, bounded variable elimination, subsumption
elimination, self subsuming resolution, subsumed label elimi-
nation, binary core removal, bounded variable addition, group
subsumed label elimination, equivalence elimination, unhiding
techniques, structure labeling and failed label probing.

In addition to the simplifications performed by MaxPre,
we also perform identification of unit cores and at-most-one
relations between soft clauses by using unit propagation. A
similar technique is done in RC2 [25], the winner of the
MaxSAT Evaluation 2018.

V. AVAILABILITY

The latest release of Open-WBO is available under a MIT
license in GitHub at https://github.com/sat-group/open-wbo.
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